EMT untuk Statistika

In this notebook, we demonstrate the main statistical plots, tests and distributions in Euler.

Let us start with some descriptive statistics. This is not an introduction to statistics. So you might need some
background to understand the details.

Assume the following measurements. We wish to compute the mean value and the measured standard devia-
tion.

>M=[1000,1004,998,997,1002,1001,998,1004,998,997];
>mean (M), dev (M),

999.9
2.72641400622

We can plot the box-and-whiskers plot for the data. In our case there are no outliers.

>aspect (1.75); boxplot (M) :
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We compute the probability that a value is bigger than 1005, assuming the measured values and a normal
distribution.

All functions for distributions in Euler end with ...dis and compute the cumulative probability distribution
(CPE).

¥ 1 1(t=m

normaldis(x,m,d) = / W@‘
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We print the result in % with 2 digits accuracy using the print function.
>gprint ((1-normaldis (1005, mean (M) ,dev (M)))*100,2,unit=" %")

Function gprint not found.

Try list ... to find functions!

Error in:

gprint ((1-normaldis (1005, mean (M) ,dev (M))) 100, 2, unit=" %")



For the next example, we assume the following numbers of men in given a size ranges.

>r=155.5:4:187.5; v=[22,71,136,169,139,71,32,8];

Here is a plot of the distribution.

>plot2d(r,v,a=150,b=200,c=0,d=190,bar=1, style="\/") :
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We can put such raw data into a table.

Tables are a method to store statistical data. Our table should contain three columns: Start of range, end of
range, number of men in the range.

Tables can be printed with headers. We use a vector of strings to set the headers.

>T:=r[1:8]’ | r[2:9]" | v’'; writetable(T,labc=["BB","BA", "Frek"])

BB BA Frek
155.5 159.5 22
159.5 163.5 71
163.5 167.5 136
167.5 171.5 169
171.5 175.5 139
175.5 179.5 71
179.5 183.5 32
183.5 187.5 8

If we need the mean value and other statistics of the sizes, we need to compute the midpoint of the ranges. We
can use the first two columns of our table for this.

The sumbol "|" is used to separate column, the function "writetable" is used to write the table, with opsions
"labc" is to specify column headers.

>(T[,11+T[,2]1)/2 // the midpoint of each interval



157.
161.
165.
169.
173.
177.
181.
185.5

But it is easier, to fold the ranges with the vector [1/2,1/2].

(G2 NG NG NG NG NG NE)]

>M=fold(r, [0.5,0.5])

[157.5, 161.5, 165.5, 169.5, 173.5, 177.5, 181.5, 185.5]

Now we can compute the mean and deviation of the sample with the given frequencies.

>{m, d}=meandev (M,Vv); m, d,

169.901234568
5.98912964449

Let us add the normal distribution of the values to the above bar plot. The formula for normal distribution
with mean m and standard deviation d is:

1 —(@—m)?
= € 2d .
Y dv/2m

Because its values are between 0 and 1, to plot it on the bar plot it must be multiplied by 4 times the total
number of data.

>plot2d ("gnormal (x,m,d) *sum(v) x4",
>  xmin=min (r), xmax=max (r),thickness=3,add=1) :

188
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Tables




In the directory of this notebook you find a file with a table. The data represent the results of a survey. Here
are the first four lines of the file. The data are from an German online book "Einfiihrung in die Statistik mit R"
by A. Handl.

>printfile("table.dat",4);

Person Sex Age Titanic Evaluation Tip Problem

l1m30n. 1.80n

2 £23y g 1.80n

3 f 26y g l1.80vy
The table contains 7 columns of numbers or tokens (strings). We want read the table from the file. First, we
use our own translation for the tokens.
Fo this, we define sets of tokens. The function strtokens() gets a string vector of tokens from a given string.

>mf:=["m","f"]; yn:=["y","n"]; ev:=strtokens("g vg m b vb");

Now we read the table with these translations.
The arguments tok2, tok4 etc. are the translations of the columns of the table. These arguments are not in the

"

parameter list of readtable(), so you need to provide them with ":=".

>{MT, hd}=readtable ("table.dat", tok2:=mf,tok4d:=yn, tok5:=ev,tok7:=yn);
>load over statistics;

For printing, we need to specify the same token sets. We print the first four lines only.

>writetable (MT[1:4],labc=hd,wc=5, tok2:=mf, tokd:=yn, tok5:=ev, tok7:=yn);

Person Sex Age Titanic Evaluation Tip Problem

1 m 30 n . 1.8 n
2 f 23 % g 1.8 n
3 f 26 y g 1.8 y
4 m 33 n 2.8 n

The dots "." represent values, which are not available.
If we do not want to specify the tokens for the translation in advance, we only need to specify, which columns
contain tokens and not numbers.

>ctok=[2,4,5,7]; {MT,hd,tok}=readtable("table.dat",ctok=ctok);

The function readtable() now returns a set of tokens.

>tok

Q< H B3



The table contains the entries from the file with tokens translated to numbers.

"non

The special string NA="." is interpreted as "Not Available", and gets NAN (not a number) in the table. This
translation can be changed with the parameters NA, and NAval.

>MT[1]

r, 1, 30, 2, NAN, 1.8, 2]

Here is the content of the table with untranslated numbers.

>writetable (MT, wc=5)

1 1 30 2 . 1.8 2
2 3 23 4 5 1.8 2
3 3 26 4 5 1.8 4
4 1 33 2 2.8 2
5 1 37 2 . 1.8 2
6 1 28 4 5 2.8 4
7 3 31 4 6 2.8 2
8 1 23 2 0.8 2
) 3 24 4 6 1.8 4
10 1 26 2 . 1.8 2
11 3 23 4 6 1.8 4
12 1 32 4 5 1.8 2
13 1 29 4 6 1.8 4
14 3 25 4 5 1.8 4
15 3 31 4 5 0.8 2
16 1 26 4 5 2.8 2
17 1 37 2 3.8 2
18 1 38 4 . 2
19 3 29 2 . 3.8 2
20 3 28 4 6 1.8 2
21 3 28 4 1 2.8 4
22 3 28 4 6 1.8 4
23 3 38 4 5 2.8 2
24 3 27 4 1 1.8 4
25 1 27 2 2.8 4
For convenience, you can put the output of readtable() into a list.

>Table={{readtable ("table.dat", ctok=ctok) } };

Using the same token columns and the tokens read from the file, we can print the table. We can either specify
ctok, tok, etc. or use the list Table.

>writetable (Table, ctok=ctok, wc=5);

Person Sex Age Titanic Evaluation Tip Problem

1 m 30 n . 1.8 n
2 f 23 Y% g 1.8 n
3 f 26 % g 1.8 y
4 m 33 n 2.8 n
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The function tablecol() returns the values of columns of the table, skipping any rows with NAN values(
the file), and the indices of the columns, which contain these values.

>{c,i}=tablecol (MT, [5,6]);

We can use this to extract columns from the table for a new table.

>j=[ll 5,61 ¢

37
28
31
23
24
26
23
32
29
25
31
26
37
38
29
28
28
28
38
27
27
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writetable (MT[i, j], labc=hd[j],ctok=[2], tok=tok)

Person Evaluation

Of course, we need to extract the table itself from the list Table in this case.
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>MT=Table[1];
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Of course, we can also use it to determine the mean value of a column or any other statistical value.

>mean (tablecol (MT, 6) )

2.175

The getstatistics() function returns the elements in a vector, and their counts. We apply it to the "m" and "f"
values in the second column of our table.

>{xu, count }=getstatistics (tablecol (MT,2)); xu, count,

(1, 31
[12, 13]

We can print the result in a new table.

>writetable (count’, labr=tok [xul])

m 12
£ 13

The function selecttable() returns a new table with the values in one column selected from a vector of indices.
First we look up the indices of two of our values in the token table.

>v:=indexof (tok, ["g","vg"])

[5, 6]

Now we can select the rows of the table, which have any of the values in v in their 5-th row.

>MT1:=MT [selectrows (MT,5,v)]; i:=sortedrows (MT1,5);

Now we can print the table, with extracted and sorted values in the 5-th column.

>writetable (MT1[1i], labc=hd, ctok=ctok, tok=tok, wc=7) ;

Person Sex Age Titanic Evaluation Tip Problem
2 f 23 % g 1.8 n
3 f 26 y g 1.8 y
6 m 28 % g 2.8 \%

18 m 38 y g . n
16 m 26 y g 2.8 n
15 f 31 % g 0.8 n
12 m 32 y g 1.8 n
23 f 38 y g 2.8 n
14 f 25 \ g 1.8 y
9 f 24 y vg 1.8 y
7 f 31 % vg 2.8 n
20 f 28 y vg 1.8 n
22 f 28 % vg 1.8 \%
13 m 29 y vg 1.8 y
11 f 23 y vg 1.8 y



For the next statistic, we want to relate two columns of the table. So we extract column 2 and 4 and sort the
table.

>i=sortedrows (MT, [2,4]);
> writetable (tablecol (MT[i], [2,4])’,ctok=[1,2],tok=tok)

Fh Fh Fh Hh Hh Hh Hh Fh o Hh Hh Hh R B B 8 B 83 3 83 3 3 3 383 3
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With getstatistics(), we can also relate the counts in two columns of the table to each other.

>MT24=tablecol (MT, [2,4]) ;
>{xul, xu2, count }=getstatistics (MT24[1],MT24([2]);
>writetable (count, labr=tok[xul], labc=tok [xu2])

n Y
m 7 5
f 1 12

A table can be written to a file.

>filename="test.dat";
>writetable (count, labr=tok[xul], labc=tok[xu2], file=filename) ;

Then we can read the table from the file.

>{MT2,hd, tok2, hdr}=readtable (filename, >clabs, >rlabs);
>writetable (MT2, labr=hdr, labc=hd)



m 7
f 1 12
And delete the file.

>fileremove (filename) ;

Distributions

With plot2d, there is a very easy method to plot a distribution of experimental data.

>p=normal (1,1000); //1000 random normal-distributed sample p
>plot2d(p,distribution=20,style="\/"); // plot the random sample p
>plot2d ("gnormal (x,0,1)",add=1): // add the standard normal distribution plot

8.4

<X
X
RIS

s

s;
otele!
gt

o0
otele!
ptetetele!

¥,

.
25
<
Petetetetelatetelete!

<
ote!
el
"
ot
atetitels!
S

>
o
o
X
N
Sty

ate!

AR
R
beleteteleletelele

L,
X
oty

o
S

L

>
e
ety o

......
pletelele!
ol
ot

e
o

>
o

.
o

e

e
o

o

>
o
ety

..
&
<545
el

%8
|
%

*,

Please note the different between the bar plot (sample) and the normal curve (the real distribution) . Reenter
the three commands to see another sampling result.

Here is a comparison of 10 simulations of 1000 normal distributed values using a so-called box plot. This plot
shows the median, the 25% and 75% quartiles, the minimal and maximal values, and the outliers.

>p=normal (10,1000); boxplot (p):



To generate random integers, Euler has intrandom. Let us simulate dice throws and plot the distribution.
We use the getmultiplicities(v,x) function, which counts how often the elements of v appear in x. Then we plot
the the result using columnsplot().

>k=intrandom (1, 6000, 6) ;
>columnsplot (getmultiplicities (1:6,k));
>ygrid (1000, color=red) :

980
Bea
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600
560
4e0
380
209
L]
a = == = = - = .

1 2 3 4 5 &

While intrandom(n,m k) returns uniformly distributed integers from 1 to k, it is possible to use any other given
distribution of integers with randpint().

In the following example, the probabilities for 1,2,3 are 0.4,0.1,0.5 respectively.

>randpint (1,1000, [0.4,0.1,0.5]); getmultiplicities(1:3,%)

(402, 90, 508]

Euler can produce random values from more distributions. Have a look into the reference.

E.g., we try the exponential distribution. A continuous random variable X is said to have an exponential
distribution, if its PDF is given by

10



fx(@) =X >0, A>0,
with parameter

A= l, j is the mean, and denoted by X ~ Exponential()).
I

>plot2d (randexponential (1,1000,2),>distribution) :

.4
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8.2

8.1

For many distributions, Euler can compute the distribution function and the inverse.

>plot2d ("normaldis",-4,4):

8.5

The following is one way to plot a quantile.

>plot2d("gnormal (x,1,1.5)",-4,6);
>plot2d("gnormal (x,1,1.5)",a=2,b=5,>add,>filled):

11
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¥ 1 1
normaldis(x,m,d) = / e 2(3
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The probability to be in the green area is the following.

>normaldis(5,1,1.5) normaldis(2,1,1.5)

0.248662156979

This can be computed numerically with the following integral.
5
1 1z—1\2
-3 (55)
e 2\T5 /) dx.
/2 1.5v27
>gauss ("gqnormal (x,1,1.5)",2,5)

0.248662156979

Let us compare the binomial distribution with the normal distribution of same mean and deviation.

function invbindis() solves a linear interpolation between integer values.

>invbindis (0.95,1000,0.5), invnormaldis (0.95,500,0.5*sqgrt (1000))

525.516721219
526.007419394

The

The function qdis() is the density of the chi-square distribution. As usual, Euler maps vectors to this function.

Thus we get a plot of all chi-square distributions with degrees 5 to 30 easily in the following way.

>plot2d ("gchidis (x, (5:5:50)")",0,50) :

12



.85

Euler has accurate functions to evaluate distributions. Let us check chidis() with an integral.
The naming tries to be consistent. E.g.,

- the chi-square distribution is chidis(),

- the inverse function is invchidis(),

- the density is qchidis().

The complements of the distribution (upper tail) is chicdis().

>chidis(1.5,2), integrate("gchidis(x,2)",0,1.5)

0.527633447259
0.527633447259

Discrete Distributions

To define your own discrete distribution, you can use the following method.
First we set the distribution function.

>wd = 0|((1l:6)+[-0.01,0.01,0,0,0,01)/6

[0, 0.165, 0.335, 0.5, 0.666667, 0.833333, 1]

The meaning is that with probability wd[i+1]-wd[i] we produce the random value i.
This is almost a uniform distribution. Let us define a random number generator for this. The find(v,x) function
finds the value x in the vector v. It works for vectors x too.

>function wrongdice (n,m) := find(wd, random(n,m))

The error is so subtle that we see it only with very many iterations.

>columnsplot (getmultiplicities (1:6,wrongdice(1,1000000))) :

13
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Here is a simple function to check for uniform distribution of the values 1.. K in v. We accept the result, if for
all frequencies

fi-

1y 9
K|SV

>function checkrandom (v, delta=1)

K=max (v); n=cols(v);
fr=getfrequencies (v, 1:K);

return max (fr/n-1/K)<delta/sqrt (n);
endfunction

Indeed the function rejects the uniform distribution.

>checkrandom (wrongdice (1,1000000) )

0

And it accepts the built-in random generator.

>checkrandom (intrandom(1,1000000,6))

1

We can compute the binomial distribution. First there is binomialsum(), which returns the probability of i or
less hits out of n trials.

>bindis (410,1000,0.4)

0.751401349654

The inverse Beta function is used to compute a Clopper-Pearson confidence interval for the parameter p. The
default level is alpha.
The meaning of this interval is that if p is outside the interval, the observed result of 410 in 1000 is rare.

14



>clopperpearson (410,1000)

[0.37932, 0.441212]

The following commands are the direct way to get the above result. But for large n, the direct summation is
not accurate and slow.

>p=0.4; 1=0:410; n=1000; sum(bin(n,i)*p”i*x (1l-p)”" (n-1))

0.751401349655

By the way, invbinsum() computes the inverse of binomialsumy).

>invbindis (0.75,1000,0.4)

409.932733047

In Bridge, we assume 5 outstanding cards (out of 52) in two hands (26 cards). Let us compute the probability
of a distribution worse than 3:2 (e.g. 0:5, 1:4, 4:1 or 5:0).

>2xhypergeomsum(1,5,13,26)

0.321739130435

There is also a simulation of multinomial distributions.

>randmultinomial (10,1000, [0.4,0.1,0.5])

366 117 517
400 109 491
395 98 507
395 103 502
427 105 468
414 114 472
398 102 500
387 102 511
387 99 514
423 98 479
Plotting Data

To plot data, we try the results of the German elections since 1990, measured in seats.

>BW := [ ...

>1990,662,319,239,79,8,17;
>1994,672,294,252,47,49,30;
>1998,669,245,298,43,47,36;
>2002,603,248,251,47,55,2;
>2005,614,226,222,61,51,54;
>2009,622,239,146,93,68,76;
>2013,631,311,193,0,63,647];

15



For the parties, we use a string of names.
>P o= [ "CDU/CSU", "SPD" o "FDP" 0 "Gr" 0 "Li" ] ;

Let us print the percentages nicely.
First we extract the necessary columns. Columns 3 to 7 are the seats of each party, and column 2 is the total
number of seats. column is the year of the election.

>BT:=BW[,3:7]; BT:=BT/sum(BT); YT:=BW[,1]’;

Then we print the statistics in table form. We use the names as column headers, and the years as headers for
the rows. The default width for the columns is wc=10, but we prefer a denser output. The columns will be
expanded for the labels of the columns, if necessary.

>writetable (BTx100,wc=6,dc=0,>fixed, labc=P, labr=YT)

CDU/CSU SPD FDP Gr Li
1990 48 36 12 1 3
1994 44 38 7 7 4
1998 37 45 6 7 5
2002 41 42 8 9 0
2005 37 36 10 8 9
2009 38 23 15 11 12
2013 49 31 0 10 10

The following matrix multiplication extracts the sum of the percentages of the two big parties showing that
the small parties have gained footage in the parliament until 2009.

>BT1:=(BT.[1;1;0;0;0]1)"*100

[84.29, 81.25, 81.1659, 82.7529, 72.9642, 61.8971, 79.8732]

There is also a simple statistical plot. We use it to display lines and points simultaneously. The alternative is to
call plot2d twice with >add.

>statplot (YT,BTL1, "b") :

B8
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65

1996 1995 2008 20805 2818
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Define some colors for each party.
>CP:=[rgb(0.5,0.5,0.5),red,yellow,green,rgb(0.8,0,0)1;

Now we can plot the results of the 2009 election and the changes into one plot using figure. We can add a
vector of columns to each plot.

>figure(2,1); ...

>figure(l); columnsplot (BW[6,3:7],P,color=CP);

>figure (2); columnsplot (BW[6,3:7]-BW[5,3:7],P,color=CP);
>figure (0)

CouU/Csu 5PD FDP Gr Li

CouU/Csu 5PD FDP Gr Li

Data plots combine rows of statistical data in one plot.

>J:=BW[,1]’; DP:=BW[,3:7]"';
>dataplot (YT,BT’, color=CP);
>labelbox (P, colors=CP, styles="[]",>points,w=0.2,x=0.3,y=0.4) :

/sy
SPD
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Gr

L

oo oo
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A 3D columns plot shows rows of statistical data in form of columns. We provide labels for the rows and the
columns. angle is the viewing angle.

>columnsplot3d (BT, scols=P, srows=YT,
> angle=30°,ccols=CP) :

Cou/Csy
SPD

Another representation is the mosaic plot. Note that the columns of the plot represent the columns of the
matrix here. Because of the length of the label CDU/CSU, we take a smaller window than usual.

>shrinkwindow (>smaller) ;
>mosaicplot (BT’ , srows=YT, scols=P,color=CP,style="#");

>shrinkwindow () :

1998 1954 1998 2089 2813

Li
Gr

FOP

sPD

cou/Csy

We can also do a pie chart. Since black and yellow form a coalition, we reorder the elements.

>i=[1,3,5,4,2]; piechart (BW[6,3:7][1i],color=CP[i],lab=P[i]):

18
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Here is another kind of plot.

>starplot (normal (1,10)+4,1lab=1:10, >rays) :

Some plots in plot2d are good for statics. Here is an impulse plot of random data, uniformly distributed in
[0,1].

>plot2d (makeimpulse (1:10, random(1,10)),>bar) :

19
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But for exponentially distributed data, we may need a logarithmic plot.

>logimpulseplot (1:10,-1log(random(1l,10))*10) :
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The function columnsplot() is easier to use, since it needs just a vector of values. Moreover, it can set its labels
to anything we want, we demonstrated this already in this tutorial.

Here is another application, where we count characters in a sentence and plot a statistics.

>v=strtochar ("the quick brown fox jumps over the lazy dog");
>w=ascii("a"):ascii("z"); x=getmultiplicities(w,V);

>cw=[]; for k=w; cw=cw]|char(k); end;
>columnsplot (x, lab=cw, width=0.05) :

20
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It is also possible to manually set axes.

>n=10; p=0.4; i=0:n; x=bin(n,i)*p"ix (1-p) " (n-1i);
>columnsplot (x, lab=i,width=0.05, <frame, <grid) ;

>yaxis (0,0:0.1:1,style="->",>left); xaxis(0,style=".");
>label ("p",0,0.25), label("i",11,0);

>textbox (["Binomial distribution", "with p=0.4"]):

Binomial distribution
P with p=2.4

The following is a way to plot the frequencies of numbers in a vector.
We create a vector of integer random numbers 1 to 6.

>v:=intrandom(1l,10,10)

(2, 3, ¢, 4, 8, 8, 10, 10, 5, 10]

Then extract the unique numbers in v.

>vu:=unique (v)

21



And plot the frequencies in a columns plot.

>columnsplot (getmultiplicities (vu,v),lab=vu, style="/"):

2.5

8.5

We want to demonstrate functions for the empirical distribution of values.

>x=normal (1,20) ;

The function empdist(x,vs) needs a sorted array of values. So we have to sort x before we can use it.
>xs=sort (x) ;

Then we plot the empirical distribution and some density bars into one plot. Instead of a bar plot for the
distribution we use a sawtooth plot this time.

>figure(2,1); ...

>figure(l); plot2d("empdist",-4,4;xs);
>figure(2); plot2d(histo(x,v=-4:0.2:4,<bar)) ;
>figure (0)
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A scatter plot is easy to do in Euler with the usual point plot. The following graph shows that the X and X+Y
are clearly positively correlated.

>x=normal (1,100); plot2d(x,x+trotright (x),>points,style=".."):

Often, we wish to compare two samples of different distributions. This can be done with a quantile-quantile-
plot.
For a test, we try the student-t distribution and exponential distribution.

>x=randt (1,1000,5); y=randnormal (1,1000,mean (x),dev(x));
>plot2d ("x",r=6,style="--",yl="normal",x1="student-t",>vertical);
>plot2d(sort (x), sort (y),>points, color=red, style="x", >add) :

23
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The plot clearly shows that the normal distributed values tend to be smaller at the extreme ends.

If we have two distributions of different size, we can expand the smaller one or shrink the larger one. The
following function is good for both. It takes the median values with percentages between 0 and 1.

>function medianexpand (x,n) := median(x,p=linspace(0,1,n-1));
Let us compare two equal distributions.

>x=random (1000); y=random(400) ;
>plot2d("x", O, 1, Style="77") ;
>plot2d (sort (medianexpand (x,400)),sort (y),>points, color=red, style="x",>add) :

8.5

Regression and Correlation

Linear regression can be done with the functions polyfit() or various fit functions.
For a start we find the regression line for univariate data with polyfit(x,y,1).
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>x=1:10; y=(2,3,1,5,6,3,7,8,9,8]; writetable(x’|y’,labc=["x","y"])

W J oy U W N X
W O J W o Uk WK

NeJ

10

[ee)

We want to compare non-weighted and weighted fits. First the coefficients of the linear fit.
>p=polyfit (x,y,1)

[0.733333, 0.812121]

Now the coefficients with a weight that emphasizes the last values.
>w &= "exp (- (x-10)72/10)"; pw=polyfit (x,y,1,w=w(x))

[4.71566, 0.38319]

We put everything into one plot for the points and the regression lines, and for the weights used.

>figure(2,1);

>figure(l); statplot(x,y,"b",x1="Regression"); .

> plot2d("evalpoly(x,p)",>add,color=blue, style="--");

> plot2d("evalpoly (x,pw)",5,10,>add, color=red, style="-—-"); ..
>figure (2); plot2d(w,1,10,>filled,style="/",fillcolor=red, x1l= w)
>figure (0) :

Regression

8.5

1 2 3 a 5 3 7 8 9 18
E*-{(x-18)"2/10)
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For another example we read a survey of students, their ages, the ages of their parents and the number of
siblings from a file.

This table contains "m" and "f" in the second column. We use the variable tok2 to set the proper translations
instead of letting readtable() collect the translations.

>{MS, hd}:=readtable ("tablel.dat",tok2:=["m","f"]);
>writetable (MS, labc=hd, tok2:=["m","£f"]);

Person Sex Age Mother Father Siblings
1 m 29 58 61 1
2 £ 26 53 54 2
3 m 24 49 55 1
4 £ 25 56 63 3
5 f 25 49 53 0
6 f 23 55 55 2
7 m 23 48 54 2
8 m 27 56 58 1
9 m 25 57 59 1

10 m 24 50 54 1
11 f 26 61 65 1
12 m 24 50 52 1
13 m 29 54 56 1
14 m 28 48 51 2
15 £ 23 52 52 1
16 m 24 45 57 1
17 £ 24 59 63 0
18 f 23 52 55 1
19 m 24 54 61 2
20 £ 23 54 55 1

How do the ages depend on each other? A first impression comes from a pairwise scatterplot.

>scatterplots (tablecol (MS,3:5),hd[3:5]):

Age
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45 58 55 68 45 58 55 &0

55
Father

25 . . . 58

45
55 68 65 55 68 65
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It is clear that the age of the father and mother depend on each other. Let us determine and plot the regression
line.

>cs:=MS[,4:5]’; ps:=polyfit(cs[l],cs([2],1)

[17.3789, 0.740964]

This is obviously the wrong model. The regression line would be s=17+0.74t, where t is the age of the mother
and s the age of the father. The age difference may depend a little bit on the age, but not that much.

Rather, we suspect a function like s=a+t. Then a is the mean of the s-t. It is the average age difference between
fathers and mothers.

>da:=mean (cs[2]-cs[1])

3.65

Let us plot this into one scatter plot.

>plot2d(cs[1l],cs[2],>points);
>plot2d("evalpoly (x,ps)",color=red, style=".",>add) ;
>plot2d("x+da",color=blue,>add) :

65

68

55

45

Here is a box plot of the two ages. This only shows, that the ages are different.

>boxplot (cs, ["mothers", "fathers"]) :
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It is interesting that the difference in medians is not as large as the difference in means.
>median (cs[2])-median(cs[1])

1.5

The correlation coefficient suggests a positive correlation.
>correl(cs[l],cs[2])

0.7588307236

The correlation of the ranks is a measure for the same order in both vectors. It is also quite positive.

>rankcorrel (cs[1l],cs[2])

0.758925292358

Creating new Functions

Of course, the EMT language can be used to program new functions. E.g., we define the skewness function.
)3
k() = Y 2alri = m)”
(il = m)2)¥

where m is the mean of x.

>function skew (x:vector)

m=mean (x) ;
return sqrt (cols (x))*sum( (x-m)"3)/ (sum((x-m)"2))"(3/2);
endfunction

As you see, we can easily use the matrix language to get a very short and efficient implementation. Let us try
this function.
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>data=normal (20); skew(normal (10))

-0.442260891308

Here is another function, called the Pearson skewness coefficient.

>function skewl (x) := 3% (mean (x)-median (x))/dev (x)
>skewl (data)

-0.0512737797453

Monte Carlo Simulation

Euler can be used to simulate random events. We have already seen simple examples above. Here is another
one, which simulates 1000 times 3 dice throws, and asks for the distribution of the sums.

>ds:=sum(intrandom (1000, 3,6))’; fs=getmultiplicities(3:18,ds)

(2, 13, 33, 44, 61, 109, 126, 125, 118, 114, 92, 76, 41, 36, 9,

We can plot this now.

>columnsplot (fs, 1ab=3:18) :

E
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To determine the expected distribution is not so easy. We use an advanced recursion for this.
The following function counts the number of ways the number k can be represented as the sum of n numbers
in the range of 1 to m. It works recursively in an obvious way.

>function map countways (k; n, m)
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if n==1 then return k>=1 && k<=m
else
sum=0;
loop 1 to m; sum=sum+countways (k—#,n-1,m); end;
return sum;
end;
endfunction

Here is the result for three throws of dices.

>cw=countways (3:18, 3, 6)

(L, 3, 6, 10, 15, 21, 25, 27, 27, 25, 21, 15, 10, 6, 3, 1]
We add the expected values to the plot.

>plot2d(cw/673%1000,>add); plot2d(cw/673%x1000,>points,>add) :

18a

58

For another simulation, the deviation of the mean value of n 0-1-normal distributed random variables is
1/sqrt(n).

>longformat; 1/sqgrt (10)

0.316227766017

Let us check this with a simulation. We produce 10000 times 10 random vectors.

>M=normal (10000,10); dev (mean (M)")

0.312808356044

>plot2d (mean (M)’ ,>distribution) :
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The median of 10 0-1-normal distributed random numbers has a larger deviation.
>dev (median (M) ")

0.365189017877

Since we can easily generate random walks, we can simulate the Wiener process. We take 1000 steps of 1000
processes. We then plot the standard deviation and the mean of the n-th step of these processes together with
the expected values in red.

>n=1000; m=1000; M=cumsum(normal (n,m)/sqgrt (m)) ;

>t=(1:n)/n; figure(2,1);

>figure(l); plot2d(t,mean(M’)’); plot2d(t,0,color=red,>add);
>figure(2); plot2d(t,dev(M’)’); plot2d(t,sqrt(t),color=red,>add);

>figure (0) :
MMM
T ¥

[:] 8.1 8.2 8.3 a.4 8.5 a.6 a.7 a.8 8.9 1

©

8.5

Tests
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Tests are an important tool in statistics. In Euler, many tests are implemented. All of these tests returns the
error that we accept if we reject the zero hypothesis.

For an example, we test dice throws for uniform distribution. At 600 throws, we got the following values,
which we plug into the chi-square test.

>chitest ([90,103,114,101,103,89]1,dup(100,6)")

0.498830517952

The chi-square test also has a mode, which uses a Monte Carlo simulation to test the statistics. The result
should be almost the same. The parameter >p interprets the y-vector as a vector of probabilities.

>chitest ([90,103,114,101,103,89],dup(1/6,6)’,>p,>montecarlo)

0.529

This error is much too large. So we cannot reject uniform distribution. This does not prove that our dice was
fair. But we cannot reject our hypothesis.
Next we generate 1000 dice throws using the random number generator, and do the same test.

>n=1000; t=random([1l,n=*x6]); chitest (count (t*6,6),dup(n,6)’)

0.471366391089

Let us test for the mean value 100 with the t-test.

>s=200+normal ([1,100]) %10;
>ttest (mean(s),dev(s),100,200)

0.226642848601

The function ttest() needs the mean value, the deviation, the number of data, and the mean value to test for.

Now let us check two measurements for the same mean. We reject the hypothesis that they have the same
mean, if the result is <0.05.

>tcomparedata (normal (1,10) ,normal (1,10))

0.122700802664

If we add a bias to one distribution, we get more rejections. Repeat this simulation several times to see the
effect.

>tcomparedata (normal (1,10),normal (1,10)+2)

6.05989394731e-06

In the next example, we generate 20 random dice throws 100 times and count the ones in it. There must be
20/6=3.3 ones on average.
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>R=random (100, 20); R=sum (Rx6<=1)’; mean (R)

3.39

We now compare the number of ones with the binomial distribution. First we plot the distribution of ones.

>plot2d (R,distribution=max (R)+1, even=1, style="\/") 2

.25

8.1

>t=count (R, 21) ;

Then we compute the expected values.

>n=0:20; b=bin(20,n)*(1/6) " "n*(5/6)"(20-n)*100;

We have to collect several numbers to get categories, which are big enough.

>tl=sum(t[1:2]) |t[3:7] |sum(t[8:21]);
>bl=sum(b[1:2]) |b[3:7] |sum(b[8:21]);

The chi-square test rejects the hypothesis that our distribution is a binomial distribution, if its result is <0.05.

>chitest (tl,bl)

0.216232784449

The following example contains results of two groups of persons (male and female, say) voting for one out of
six parties.
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>A=[23,37,43,52,64,74;27,39,41,49,63,76];
> writetable (A,wc=6,labr=["m","f"], labc=1:06)

1 2 3 4 5 6
m 23 37 43 52 64 74
£ 27 39 41 49 63 76

We wish to test for independence of the votes from the sex. The chi”2 table test does this. The result is way to
large to reject independence. So we cannot say, if the voting depends on the sex from these data.

>tabletest (A)

0.990701632326

The following is the expected table, if we assume the observed frequencies of voting.

>writetable (expectedtable (A),wc=6,dc=1, labr=["m","£f"], labc=1:6)

1 2 3 4 5 6
m 24.9 37.9 41.9 50.3 63.3 74.7
f 25.1 38.1 42.1 50.7 63.7 75.3

We can compute the corrected contingency coefficient. Since it very close to 0, we conclude that the voting
does not depend on the sex.

>contingency (A)

0.0427225484717

Some More Tests

Next we use a variance analysis (F-test) to test three samples of normally distributed data for same mean value.
The method is called ANOVA (analysis of variance). In Euler, the function varanalysis() is used.

>x1=[109,111,98,119,91,118,109, 99,115,109, 94]; mean(x1l),

106.545454545

>x2=[120,124,115,139,114,110,113,120,117]; mean (x2),

119.111111111

>x3=[120,112,115,110,105,134,105,130,121,111]; mean (x3)

116.3
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>varanalysis (x1,x2,x3)

0.0138048221371

This means, we reject the hypothesis of same mean value. We do this with an error probability of 1.3%.
There is also the median test, which rejects data samples with different mean distribution testing the median
of the united sample.

>a=[56,66,68,49,61,53,45,58,54];
>b=[72,81,51,73,69,78,59,67,65,71,68,711;
>mediantest (a, b)

0.0241724220052

Another test on equality is the rank test. It is much sharper than the median test.

>ranktest (a, b)

0.00199969612469

In the following example, both distributions have the same mean.

>ranktest (random(1,100), random(1,50) *3-1)

0.153721132329

Let us now try to simulate two treatments a and b applied to different persons.

>a=|[
>b=[

8:.0,7:4,5.9,9.4,8.6,8.2,7-6,8.1,6.2,85
6.8,7.1,6.8,8.3,7.9,7.2,7.4,6.8,6.8,8

The signum test decides, if a is better than b.
>signtest (a,b)

0.0546875

This is too much of an error. We cannot reject that a is as good as b.
The Wilcoxon test is sharper than this test, but relies on the quantitative value of the differences.

>wilcoxon (a,b)

0.0296680599405

Let us try two more tests using generated series.

>wilcoxon (normal (1,20),normal (1,20)-1)

0.0004459501348481
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>wilcoxon (normal (1,20),normal (1,20))

0.814869364774

Random Numbers

The following is a test for the random number generator. Euler uses a very good generator, so we need not
expect any problems.
First we generate ten millions of random numbers in [0,1].

>n:=10000000; r:=random(l,n);

Next we count the distances between two numbers less than 0.05.

>a:=0.05; d:=differences (nonzeros(r<a));

Finally, we plot the number of times, each distance occurred, and compare with the expected value.

>m=getmultiplicities(1:100,d); plot2d(m);
> plot2d("n*(l-a)”*(x-1)*a"2",color=red, >add) :
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Clear the data.

>remvalue n;

Introduction for Users of the R Project

Clearly, EMT is not competing with R as a statistical package. However, there are many statistical procedures
and functions available in EMT too. So EMT may satisfy the basic needs. After all, EMT comes with numerical
packages and a computer algebra system.

This notebook is for you if you are familiar with R, but need to know the differences of the syntax of EMT and
R. We try to give an overview of obvious and less obvious things you need to know.

Moreover, we look at ways to exchange data between the two systems.
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Note that this is a work in progress. Basic Syntax

The first thing you learn in R is to make a vector. In EMT, the main difference is that the : operator can take a
step size. Moreover it has a low binding power.

>n=10; 0:n/20:n-1

(o, 0.5, 1, 1.5, 2, 2.5, 3, 3.5, 4, 4.5, 5, 5.5, 6, 6.5 7, 7T.5,

The c() function does not exist. It is possible to use vectors to concatenate things.
The following example is, like many others, from the "Interoduction to R" that comes with the R project. If you
read this PDF, you will find that I follow its path in this tutorial.

>x=[10.4, 5.6, 3.1, 6.4, 21.7]; [x,0,x]

(0.4, 5., 3.1, 6.4, 21.7, 0, 10.4, 5.6, 3.1, 6.4, 21.7]

The colon operator with step size of EMT is replaced by the function seq() in R. We can write this function in
EMT.

>function seqg(a,b,c) := a:b:c;
>seq(0,-0.1,-1)

(6, -o0.13, -0.2, -0.3, -0.4, -0.5, -0.e¢, -0.7, -0.8, -0.9, -1]

The function rep() of R is not present in EMT. For vector input, it could be written as follows.

>function rep(x:vector,n:index) := flatten (dup(x,n));
>rep (x,2)

(0.4, 5.6, 3.1, 6.4, 21.7, 10.4, 5.6, 3.1, 6.4, 21.7]

Note that "=" or ":=" is used for assignments. The "->" operator is used for units in EMT.

>125km —> " miles"

77.6713990297 miles

The "<-" operator for assignment is misleading anyway, and not a good idea of R. The following will compare
aand -4 in EMT.

>a=2; a<-4

0
In R, "a<-4<3" works, but "a<-4<-3" does not. I had similar ambiguities in EMT too, but tried to eliminate them
by and by.
EMT and R have vectors of boolean type. But in EMT, the numbers 0 and 1 are used to represent false and true.
In R, the values true and false can nevertheless used in ordinary arithmetic just like in EMT.
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>x<5, %*x

(o, o, 1, 0, 0]
(o, o, 3.1, 0, 0]

EMT throws errors or yields NAN depending on the flag "errors".

>errors off; 0/0, isNAN(sqgrt(-1)), errors on;

NAN
1

Strings are the same in R and EMT. Both are in the current locale, not in Unicode.
In R there are packages for Unicode. In EMT, a string can be Unicode string. A unicode string can be translated
to the local encoding and vice versa. Moreover, u"..." can contain HTML entities.

>u"&#169; Ren&eacut; Grothmann"

© René Grothmann

The following may or may not display correctly on your system as A with dot and dash above it. It depends
on the font you are using.

>chartoutf ([480])

The string concatenation is done with "+" or " | ". It can include numbers, which will print in the current format.
>"pi = "4pi
pi = 3.14159265359

Indexing

Most of the time, this will work as in R.
But EMT will interpret negative indices from the back of the vector, while R interprets x[n] as x without the
n-th elements.

>x, x[1:3]1, x[-2]

[10.4, 5.6, 3.1, 6.4, 21.7]
[10.4, 5.6, 3.1]
6.4

The behavior of R can be achieved in EMT with drop().
>drop (x, 2)
[10.4, 3.1, 6.4, 21.7]
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Logical vectors are not treated differently as index in EMT, in contrast to R. You need to extract the non-zero
elements first in EMT.

>x, x>5, x[nonzeros (x>5)]

[10.4, 5.6, 3.1, 6.4, 21.7]
L, 1, o, 1, 1]
[10.4, 5.6, 6.4, 21.7]

Just as in R, the index vector can contain repetitions.
>x[[1,2,2,1]]

[10.4, 5.6, 5.6, 10.4]

But names for indices are not possible in EMT. For a statistical package, this may often be necessary to ease
access to elements of vectors.
To mimic this behavior, we can define a function as the following.

>function sel (v,1i,s) := v[indexof(s,1)];
>s=["first", "second", "third", "fourth"]; sel(x, ["first","third"], s)

[10.4, 3.1]

Data Types

EMT has more fixed data types than R. Obviously, in R there exist growing vectors. You can set an empty
numerical vector v and assign a value to the element v[17]. This is not possible in EMT.
The following is a bit inefficient.

>v=[]; for i=1 to 10000; v=v|i; end;

EMT will now construct a vector with v and i appended on the stack and copy that vector back to the global
variable v.
The more efficient pre-defines the vector.

>v=zeros (10000); for i=1 to 10000; v[il=i; end;

To change date types in EMT, you can use functions like complex().

>complex (1:4)

[ 1+01 , 2401 , 3401 , 4401 ]

Conversions to strings is possible for elementary data types only. The current format is used for simple string
concatenation. But there are functions like print() or frac().
For vectors, you can easily write your own function.
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>function tostr (v)

s="[";
loop 1 to length(v);
s=s+print (v[#],2,0);
if #<length(v) then s=s+","; endif;
end;
return s+"]";
endfunction

>tostr (linspace(0,1,10))

(0.00,0.10,0.20,0.30,0.40,0.50,0.60,0.70,0.80,0.90,1.00]

For communication with Maxima, there exists a function convertmxm(), which can also be used to format a
vector for output.

>convertmxm (1:10)

[1,2,3,4,5,6,7,8,9,10]

For Latex the tex command can be used to obtain the Latex command.

>tex (&[1,2,31)

\left[ 1 , 2 , 3 \right]

Factors and Tables

In the introduction to R there is an example with so called factors.
The following is a list of the territories of 30 states.

" " n

>austates = ["tas", "sa", "gld", nsw", "nsw", "nt", "wa", wa',
>"qld" "Vj_C" "nsw" "viC" "qld" "qld" "Sa" "taS"
4 4 4 4 4 4 4 4
>"sa" "nt" "wa" "Vj_c" "qld" "nsw" "nsw" "Wa"
4 4 4 4 4 4 4 4
>"Sa", "act", "nSW", "vic"’ "vic", "act"];
Assume, we have corresponding incomes in each state.
>incomes = [60, 49, 40, 61, 64, 60, 59, 54, 62, 69, 70, 42, 56,

>61, 61, 61, 58, 51, 48, 65, 49, 49, 41, 48, 52, 4¢,
>59, 46, 58, 43];

Now, we want to compute the mean of incomes in the territories. Being a statistical program, R has factor()
and tappy() for this.
EMT can make this by finding the index of territories in the unique list of territories.
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>auterr=sort (unique (austates)); f=indexofsorted(auterr,austates)

6, 5 4 2, 2, 3, 8, 8 4 7, 2, 7, 4, 4, 5 6, 5 3, 8 1,
5 1, 2, 7, 7, 1]

At that point, we can write our own loop function to do things for one factor only.
Or we can mimic the tapply() function in the following way.

>function map tappl (i; £S$:call, cat, x)

u=sort (unique (cat));

f=indexof (u, cat) ;

return f£$ (x[nonzeros (f==indexof (u,1))]);
endfunction

It is a bit inefficient, since it computes The unique territories for each i, but it works.

>tappl (auterr, "mean", austates, incomes)

[44.5, 57.3333333333, 55.5, 53.6, 55, 60.5, 56, 52.25]

Note that it works for each vector of territories.

>tappl (["act", "nsw"], "mean", austates, incomes)

[44.5, 57.3333333333]

Now, the statistical package of EMT defines tables just as in R. The functions readtable() and writetable() can
be used for input and output.
So we can print the average state income in the territories in a friendly way.

>writetable (tappl (auterr, "mean", austates, incomes), labc=auterr,wc=7)

act nsw nt gld sa tas vic wa
44.5 57.33 55.5 53.6 55 60.5 56 52.25

We can also try to mimic the behavior of R completely.
The factors should clearly be kept in a collection with the types and the categories (states and territories in our
example). For EMT, we add the pre-computed indices.

>function makef (t)

## Factor data

## Returns a collection with data t, unique data, indices.
## See: tapply

u=sort (unique (t));

return {{t,u,indexofsorted(u,t)}};

endfunction
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>statef=makef (austates) ;

Now the third element of the collection will contain the indices.

>statef [3]

[6I 5’ 4’ 2/ 2’ 3’ 8’ 8’ 4’ 7’ 2’ 7/ 4’ 4’ 5’ 6’ 5’ 3’ 8’ 7/ 4’ 2’
S, 1, 2, 7, 7, 1]

Now we can mimic tapply() in the following way. It will return a table as a collection of table data and column
headings.

>function tapply (t:vector,tf,fS$:call)

## Makes a table of data and factors
## tf : output of makef ()
## See: makef
uf=tf[2]; f=tf[3]; x=zeros(length(uf));
for i=1 to length (uf);
ind=nonzeros (f==1i);
if length(ind)==0 then x[1i]=NAN;
else x[1]=£fS$(t[ind]);
endif;
end;
return {{x,uf}};
endfunction

We did not add much type checking here. The only precaution concerns categories (factors) with no data. But
one should check for the correct length of t and for the correctness of the collection tf.
This table can be printed as a table with writetable().

>writetable (tapply (incomes, statef, "mean") ,wc=7)

act nsw nt gld sa tas vic wa
44.5 57.33 55.5 53.6 55 60.5 56 52.25
Arrays

EMT has only two dimensions for arrays. The data type is called a matrix. It would be easy to write functions
for higher dimensions or a C library for this, however.

R has more than two dimensions. In R the array is a vector with a dimension field.

In EMT, a vector is a matrix with one row. It can be made into a matrix with redim().

>shortformat; X=redim(1:20,4,5)

1 2 3 4 5
6 7 8 9 10
11 12 13 14 15
16 17 18 19 20
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Extraction of rows and columns, or sub-matrices, is much like in R.

>X[,2:3]

2 3
7 8
12 13
17 18

However, in R it is possible to set a list of specific indices of the vector to a value. The same is possible in EMT
only with a loop.

>function setmatrixvalue (M, i, j, V)

loop 1 to max(length(i),length(j),length(v))
MIi{#},3{(#}] = v{#};

end;

endfunction

We demonstrate this to show that matrices are passed by reference in EMT. If you do not want to change the
original matrix M, you need to copy it in the function.

>setmatrixvalue(X,1:3,3:-1:1,0); X,

1 2 0 4 5
6 0 8 9 10
0 12 13 14 15
16 17 18 19 20

The outer product in EMT can only be done between vectors. It is automatic due to the matrix language. One
vector needs to be a column vector and the other a row vector.

>(1:5)%(1:5)"

1 2 3 4 5
2 4 6 8 10
3 6 9 12 15
4 8 12 16 20
5 10 15 20 25

In the introduction PDF for R there is an example, which computes the distribution of ab-cd for a,b,c,d chosen
from 0 to n randomly. The solution in R is form a 4-dimensional matrix and run table() over it.

Of course, this can be achieved with a loop. But loops are not effective in EMT or R. In EMT, we could write
the loop in C and that would be the quickest solution.

But we want to mimic the behavior of R. For this, we need to flatten the multiplications ab and make a matrix
of ab-cd.

>a=0:6; b=a’; p=flatten(axb); g=flatten(p-p’);
>u=sort (unique (q)); f=getmultiplicities (u,q);
>statplot (u, £, "h") :
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Besides the exact multiplicities, EMT can compute frequencies in vectors.

>getfrequencies (q,-50:10:50)

(o, 23, 132, 316, 602, 801, 333, 141, 53, 0]

The most easy way to plot this as a distribution is the following.

>plot2d(g,distribution=11) :

a.84

a.82

But it is also possible to pre-compute the count in chosen intervals beforehand. Of course, the following uses
getfrequencies() internally.

Since the histo() function returns frequencies, we need to scale these so that the integral under the bar graph is
1.

>{x,y}=histo(q,v=-55:10:55); y=y/sum(y)/differences (x);
>plot2d(x,y,>bar,style="/"):
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Lists

EMT has two sorts of lists. One is a global list which is mutable, and the other is a list type which is immutable.
We do not care about global lists here.

The immutable list type is called a collection in EMT. It behaves like a structure in C, but the elements are just
numbered and not named.

>L={{"Fred", "Flintstone", 40, [1990,1992]}}

Fred
Flintstone
40

[1990, 1992]

Currently the elements do not have names, though names can be set for special purposes. They are accessed
by numbers.

>(L[4]) [2]

1992

File Input and Output (Reading and Writing Data)

You will often want to import a matrix of data from other sources to EMT. This tutorial tells you about the
many ways to achieve this. Simple functions are writematrix() and readmatrix().
Let us demonstrate how to read and write a vector of reals to a file.

>a=random(1l,100); mean(a), dev(a),

0.55269
0.29344
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To write the data to a file, we use the function writematrix().

Since this introduction is most likely in a directory, where the user has no write access, we write the data to the
user home directory. For own notebooks, this is not necessary, since the data file will be written into the same
directory.

>filename="test.dat";

Now we write the column vector a’ to the file. This yields one number in each line of the file.

>writematrix (a’, filename) ;

To read the data, we use readmatrix().

>a=readmatrix (filename)’;

And remove the file.

>fileremove (filename) ;
>mean (a), dev(a),

0.55269
0.29344

The functions writematrix() or writetable() can be configured for other languages.

E.g., if you have an Indonesian system (decimal point with comma), your Excel needs values with decimal
commas separated by semicolons in a csv (the default is comma separated values) file. The following file
"test.csv" should appear on your cuurent folder.

>filename="test.csv";
>writematrix (random(5,3), file=filename, separator=",");

You can now open this file with an Indonesian Excel directly.

>fileremove (filename) ;

Sometimes we have strings with tokens like the following.

>sl:="fmm fmmm £ £f £fmm £";
>s2:="f £f f mm £ £";

To tokenize this, we define a vector of tokens.

>tok:=["f"’ "m"]
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Then we can count the number of times each token appears in the string, and put the result into a table.

>M:=getmultiplicities (tok, strtokens(sl))_ ...
> getmultiplicities (tok,strtokens(s2));

Write the table with the token headers.

>writetable (M, labc=tok, labr=1:2, wc=8)

f m
1 6 7
2 5 2

For statics, EMT can read and write tables.

>file="test.dat"; open(file,"w");
>writeln("A,B,C"); writematrix (random(3,3));
>close () ;

The file looks like this.
>printfile (file)

A,B,C
0.870270022178512,0.02481087162574944,0.466040156601655
0.3026325231063014,0.6220889584522515,0.9367082489748491
0.7466896392724567,0.7368844620115959,0.3419781863075429

The function readtable() in its simplest form can read this and return a collection of values and heading lines.

>L=readtable (file,>1list);

This collection can be printed with writetable() to the notebook, or to a file.
>writetable (L, wc=10,dc=5)

A B C
0.87027 0.02481 0.46604
0.30263 0.62209 0.93671
0.74669 0.73688 0.34198

The matrix of values is the first element of L. Note that mean() in EMT computes the mean values of the rows
of a matrix.

>mean (L[1])

0.45371
0.62048
0.60852

CSV Files
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First, let us write a matrix into a file. For the output, we generate a file in the current working directory.

>file="test.csv"; .
>M=random (3, 3); writematrix (M, file);

Here is the content of this file.
>printfile (file)

0.8644485191805866,0.823403481389068,0.790241662026635
0.5906186300341895,0.1676904904906134,0.6263113968244143
0.2579517401409792,0.8455384857350826,0.721718522415531

This CVS can be opened on English systems into Excel by a double click. If you get such a file on a German
system, you need to import the data into Excel taking care of the decimal dot.
But the decimal dot is the default format for EMT too. You can read a matrix from a file with readmatrix().

>readmatrix (file)

0.86445 0.8234 0.79024
0.59062 0.16769 0.62631
0.25795 0.84554 0.72172

It is possible to write several matrices to one file. The open() command can open a file for writing with the "w"
parameter. The default is "r" for reading.

>open (file, "w"); writematrix(M); writematrix(M’); close();

The matrices are separated by a blank line. To read the matrices, open the file and call readmatrix() several
times.

>open (file); A=readmatrix(); B=readmatrix(); A==B, close();

1 0 0
0 1 0
0 0 1

In Excel or similar spreadsheets, you can export a matrix as CSV (comma separated values). In Excel 2007, use
"save as" and "other formats", then select "CSV". Make sure, the current table contains only data you wish to
export.

Here is an example.

>printfile("excel-data.csv")

0;1000;1000
1;1051,271096;1072,508181
2;1105,170918;1150,273799
3;1161,834243;1233,67806
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4;1221,402758;1323,129812
5;1284,025417;1419,067549
6;1349,858808;1521, 961556
7;1419,067549;1632,31622
8;1491,824698;1750, 6725
9;1568,312185;1877,610579
10;1648,721271;2013,752707

As you can see, my German system has used a semicolon as separator and a decimal comma. You can can
change this in the system settings or in Excel, but it is not necessary for reading the matrix into EMT.

The easiest way to read this into Euler is readmatrix(). All commas are replaced by dots with the parameter
>comma. For English CSV, simply omit this parameter.

>M=readmatrix ("excel-data.csv",>comma)

0 1000 1000
1 1051.3 1072.5
2 1105.2 1150.3
3 1161.8 1233.7
4 1221.4 1323.1
5 1284 1419.1
6 1349.9 1522
7 1419.1 1632.3
8 1491.8 1750.7
9 1568.3 1877.6
10 1648.7 2013.8
Let us plot this.

>plot2d (M’ [1],M’ [2:3],>points,color=[red, green]’) :

2088

1588

1006 ]

oo

18

There are more elementary ways to read data from a file. You can open the file and read the numbers line by
line. The function getvectorline() will read numbers from a line of data. By default, it expects a decimal dot.

But it can also use a decimal comma, if you call setdecimaldot(

) before you use this function.

The following function is an example for this. It will stop at the end of the file or an empty line.
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>function myload (file)

open (file);
M=[];
repeat
until eof ();
v=getvectorline(3);
if length(v)>0 then M=M_v; else break; endif;
end;
return VM;
close (file);
endfunction

>myload (file)

0.86445 0.8234 0.79024
0.59062 0.16769 0.62631
0.25795 0.84554 0.72172

It would also be possible to read all numbers in that file with getvector().
>open (file); v=getvector (10000); close(); redim(v[1l:9],3,3)

0.86445 0.8234 0.79024
0.59062 0.16769 0.62631
0.25795 0.84554 0.72172
Thus it is very easy to save a vector of values, one value in each line and read back this vector.
>v=random (1000); mean (v)
0.51267

>writematrix (v’ ,file); mean (readmatrix(file)’)

0.51267

Using Tables

Tables can be used to read or write numerical data. For an example, we write a table with row and column
headers to a file.

>file="test.tab"; M=random (3, 3);

>open (file, "w");

>writetable (M, separator=",", labc=["one", "two", "three"]);
>close();

>printfile (file)

one, two, three

0.91, 0.19, 0.01
0.9, 0.05, 0.94
0.16, 0.81, 0.37
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This can be imported into Excel.
To read the file in EMT, we use readtable().

>{M, headings}=readtable (file,>clabs);
>writetable (M, labc=headings)

one two three
0.91 0.19 0.01
0.9 0.05 0.94
0.16 0.81 0.37

Analyzing a Line

You could even evaluate each line by hand. Suppose, we have a line of the following format.

>1ine="2020-11-03, Tue,1"114.05"

2020-11-03,Tue,17114.05

First we can tokenize the line.

>vt=strtokens (line)

2020-11-03
Tue
17114.05

Then we can evaluate each element of the line using appropriate evaluations.

>day (vt [1]),
>indexof (["mon", "tue", "wed", "thu", "fri", "sat", "sun"],tolower (vt[2])),
>strrepl (vt [31," ","") ()

7.3816e+05

2

1114
Using regular expressions, it is possible to extract almost any information from a line of data.
Assume we have the following line an HTML document.

>line="<tr><td>1145.45</td><td>5.6</td><td>-4.5</td><tr>"

<tr><td>1145.45</td><td>5.6</td><td>-4.5</td><tr>

To extract this, we use a regular expression, which searches for

- a closing bracket >,

- any string not containing brackets with a sub-match "(...)",
— an opening and a closing bracket using the shortest solution,
- again any string not containing brackets,

— and an opening bracket <.
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Regular expressions are somewhat difficult to learn but very powerful.
>{pos,s,vt}=strxfind (line, "> (["<>]+)<.+2>(["<>]+)<");

The result is the position of the match, the matched string, and a vector of strings for sub-matches.
>for k=l:1length(vt); vtlk] (), end;

1145.5
5.6

Here is a function, which reads all numerical items between <td> and </td>.

>function readtd (line)

v=[1; cp=0;

repeat
{pos, s, vt}=strxfind(line, "<td.*?2>(.+?)</td>",cp);
until pos==0;
if length(vt)>0 then v=v|vt[l]; endif;
cp=pos+strlen(s);

end;

return v;

endfunction

>readtd (line+"<td>non-numerical</td>")

1145.45

5.6

-4.5
non-numerical

Reading from the Web

A web site or a file with an URL can be opened in EMT and can be read line by line.
In the example, we read the current version from the EMT site. We use regular expression to scan for "Version
..."in a heading.

>function readversion ()

urlopen ("http://www.euler-math-toolbox.de/Programs/Changes.html");
repeat

until urleof ();

s=urlgetline();

k=strfind(s, "Version ",1);

if k>0 then substring(s,k,strfind(s,"<",k)-1), break; endif;
end;
urlclose();
endfunction
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>readversion

Version 2021-04-30

Input and Output of Variables

You can write a variable in the form of an Euler definition to a file or to the command line.

>writevar (pi, "mypi") ;

mypi = 3.141592653589793;

For a test, we generate an Euler file in the work directory of EMT.

>file="test.e";
>writevar (random(2,2),"M", file);
>printfile(file, 3)

M [
0.106576066957305, 0.3792882958611032;
0.7685505432667192, 0.8279275951785248];

We can now load the file. It will define the matrix M.

>load (file); show M,

0.10658 0.37929
0.76855 0.82793

By the way, if writevar() is used on a variable, it will print the variable definition with the name of this variable.

>writevar (M); writevar (inch$)

M= [

0.106576066957305, 0.3792882958611032;
0.7685505432667192, 0.8279275951785248];
inch$ = 0.0254;

We can also open a new file or append to an existing file. In the example we append to the previously generated
file.

>open (file, "a");

>writevar (random(2,2),"M1");
>writevar (random(3,1),"M2");
>close () ;

>load (file); show Ml; show M2;
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M1l =
0.87558 0.40272
0.010018 0.99217
M2 =
0.66841
0.91819
0.3323

To remove any files use fileremove().

>fileremove (file) ;

A row vector in a file does not need commas, if each number is in a new line. Let us generate such a file,
writing every line one by one with writeln().

>open (file, "w"); writeln("M = [");

>for i=1 to 5; writeln (""+random()); end;
>writeln("];"); close();

>printfile(file)

=
.699685893708
.56495656726
.566012751828
.913964584324
.75449923013

— o0 o oo R

>load(file); M

[0.69969, 0.56496, 0.56601, 0.91396, 0.7545]
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